**PRACRICAL TWO:SYNTAX**

In this practical we take a look at the syntax of Python and Javascript using the BNF form.

**DEFINITIONS**

**BNF(Backus Naur form)** is a meta language, meaning it is a language used to describe other languages.

**Syntax:** Is a set of rules which dictate how programs should be written in a particular programming language.

It can also be defined as: The form or structure of expressions, statements and program units.

Below is an example of a general syntax of writing a person’s full name e.g. Mr. John Ndege generated in BNF form.

<fullname>::=<title><name>

<title>::=Mr|Mrs|Ms|Dr…

<name>::=<initial\_caps>|<name><name>

<initial\_caps>::=<uppercase><lower>

<uppercase>::=A|B|C|…..

<lowercase>::=a|b|c|…..

|<lower><lower>

**DEFINING THE SYNTAX OF JAVASCRIPT USING BNF**

Below is an example of the syntax of JavaScript using the Backus-Naur Form (BNF):

<program> ::= <statement\_list>

<statement\_list> ::= <statement> | <statement> <statement\_list>

<statement> ::= <variable\_declaration> ";" | <expression\_statement> ";"

<variable\_declaration> ::= "let" <identifier> "=" <expression>

<expression\_statement> ::= <expression>

<expression> ::= <assignment\_expression> | <binary\_expression> | <unary\_expression> | <primary\_expression>

<assignment\_expression> ::= <left\_hand\_side\_expression> "=" <assignment\_expression> | <conditional\_expression>

<binary\_expression> ::= <expression> <binary\_operator> <expression>

<unary\_expression> ::= <unary\_operator> <expression> | <primary\_expression>

<conditional\_expression> ::= <logical\_or\_expression> "?" <expression> ":" <expression>

<logical\_or\_expression> ::= <logical\_and\_expression> | <logical\_and\_expression> "||" <logical\_or\_expression>

<logical\_and\_expression> ::= <equality\_expression> | <equality\_expression> "&&" <logical\_and\_expression>

<equality\_expression> ::= <relational\_expression> | <relational\_expression> "==" <equality\_expression> | <relational\_expression> "!=" <equality\_expression>

<relational\_expression> ::= <additive\_expression> | <additive\_expression> "<" <relational\_expression> | <additive\_expression> ">" <relational\_expression> | <additive\_expression> "<=" <relational\_expression> | <additive\_expression> ">=" <relational\_expression>

<additive\_expression> ::= <multiplicative\_expression> | <multiplicative\_expression> "+" <additive\_expression> | <multiplicative\_expression> "-" <additive\_expression>

<multiplicative\_expression> ::= <unary\_expression> | <unary\_expression> "\*" <multiplicative\_expression> | <unary\_expression> "/" <multiplicative\_expression>

<left\_hand\_side\_expression> ::= <identifier> | <property\_access\_expression>

<property\_access\_expression> ::= <primary\_expression> "." <identifier>

<primary\_expression> ::= <identifier> | <literal> | "(" <expression> ")"

<identifier> ::= [a-zA-Z\_][a-zA-Z0-9\_]\*

<literal> ::= <number\_literal> | <string\_literal> | <boolean\_literal> | <null\_literal>

<number\_literal> ::= [0-9]+ | [0-9]+ "." [0-9]+

<string\_literal> ::= '"' <string\_characters> '"' | "'" <string\_characters> "'"

<string\_characters> ::= <string\_character> | <string\_character> <string\_characters>

<string\_character> ::= <any\_character\_except\_double\_quote\_or\_backslash> | "\" <escaped\_character>

<escaped\_character> ::= "\"" | "'" | "\\" | "b" | "f" | "n" | "r" | "t" | "u" <hex\_digit> <hex\_digit> <hex\_digit> <hex\_digit>

<boolean\_literal> ::= "true" | "false"

<null\_literal> ::= "null"

<binary\_operator> ::= "+" | "-" | "\*" | "/" | "==" | "!=" | "<" | ">" | "<=" | ">=" | "&&" | "||"

<unary\_operator> ::= "+" | "-" | "!" | "typeof"

<hex\_digit> ::= [0-9a-fA-F]

The above does not however comprehensively cover the whole syntax of Javascript but gives a general idea.

**EXPLANATION**

The provided code represents the syntax of JavaScript using the Backus-Naur Form (BNF). BNF is a notation system used to describe the grammar of a programming language. In this BNF representation, the code defines various production rules to express the structure and relationships between different elements of JavaScript.

The code starts with the <program> rule, which represents the entry point of a JavaScript program and consists of a <statement\_list>. The <statement\_list> rule allows for a sequence of one or more <statement>s, separated by semicolons. Each <statement> can be either a <variable\_declaration> or an <expression\_statement>. The <variable\_declaration> rule specifies the syntax for declaring variables using the let keyword, an <identifier>, an equals sign, and an <expression> to assign a value. The <expression\_statement> rule represents any expression followed by a semicolon.

The remaining rules define various expressions and operators, such as <binary\_expression>, <unary\_expression>, and <primary\_expression>. These rules specify the syntax for mathematical and logical operations, including assignments, comparisons, and logical operators like && and ||. The BNF representation also includes rules for literals, identifiers, and other language constructs.

Overall, the provided code in BNF form represents the hierarchical structure and syntax rules of JavaScript, defining how different language elements can be combined to form valid JavaScript programs.

**DEFINING THE BNF SYNTAX USING THE BNF FORM**

Below is the syntax of some few programs in python

Functions

<function\_definition> ::= "def" <function\_name> "(" [ <parameter\_list> ] ")" ":" <statement\_list>

<function\_name> ::= <identifier>

<parameter\_list> ::= <parameter> [ "," <parameter\_list> ]

<parameter> ::= <identifier>

<statement\_list> ::= <statement>

| <statement> <statement\_list>

<statement> ::= ...

The `<function\_definition>` rule represents the syntax for defining a function in Python. It starts with the keyword "def", followed by the `<function\_name>` (which is an `<identifier>` representing the name of the function), parentheses that enclose an optional `<parameter\_list>`, a colon (":"), and a `<statement\_list>` that represents the body of the function.

The `<function\_name>` is an `<identifier>`, which is a placeholder representing any valid identifier name in Python. An identifier consists of letters, digits, and underscores, but cannot start with a digit.

The `<parameter\_list>` represents the comma-separated list of parameters that the function takes. Each `<parameter>` is an `<identifier>` representing the name of theparameter.

The `<statement\_list>` represents the body of the function, consisting of one or more statements. The specific syntax for `<statement\_list>` and `<statement>` is not included in the above BNF snippet, as it can vary and depend on the statements within the function.

Here's an example of a function definition in Python:

def greet(name):

print("Hello, " + name + "!")

In the above example, we define a function named `greet` that takes one parameter `name`. When called, the function prints a greeting message with the provided name.

**A SIMPLE PROGRAM TO SUM TWO NUMBERS**

# This program adds two numbers

num1 = 1.5

num2 = 6.3

# Add two numbers

sum = num1 + num2

# Display the sum

print('The sum of {0} and {1} is {2}'.format(num1, num2, sum))

**BNF SYNTAX OF THE PROGRAM**

<addition> ::= <number> "+" <number>

<number> ::= <digit> { <digit> }

<digit> ::= "0" | "1" | "2" | "3" | "4" | "5" | "6" | "7" | "8" | "9"

This BNF represents a simple addition operation with two numbers. `<addition>` is the top-level rule, which consists of two `<number>` values separated by a plus sign ("+"). The `<number>` rule represents a sequence of one or more `<digit>` characters.

**SYNTAX OF PYTHON CONDITIONAL EXPRESSIONS**

**IN BNF**

<conditional\_expression> ::= <expression> "?" <expression> ":" <expression>

The `<expression>` represents any valid expression in Python. The conditional expression consists of three parts separated by the question mark (`?`) and the colon (`:`). The first expression before the question mark represents the condition. If the condition is true, the second expression after the question mark is evaluated and returned. Otherwise, if the condition is false, the third expression after the colon is evaluated and returned.

**PROGRAM EXAMPLE**

x = 10

y = 5

Example usage:

python

x = 10

y = 5

max\_value = x if x > y else y

print(max\_value) # Output: 10

In the above example, the conditional expression `(x if x > y else y)` is used to determine the maximum value between `x` and `y`. If `x` is greater than `y`, the value of `x` is assigned to `max\_value`. Otherwise, if `x` is not greater than `y`, the value of `y` is assigned to `max\_value`. In this case, since `x` is 10 and `y` is 5, `max\_value` is assigned the value of `x`, which is 10.

**USING ONLINE GENERATING TOOLS TO GENERATE PARSE TREES**

**A tree** is a data structure used to Store data in a hierarchical structure. It can have an arbitrary number of child nodes.

Each node stores a value. They are commonly used to store data such as file systems.

In languages, parse trees are used.

**Example of a parse tree**

Statement is; A=B +CONSTANT

<program>

<statement>

<variable> = <expression>

<term> + <term>

<variable>

A B CONSTANT

A parse tree can be generated by use of online tools, such as

* BNF Generator by Antr Works
* Online Syntax Tree Generator
* ANTLR
* BNF Visualizer
* Online BNF parse Generator etc.

**BNF Visualizer** allows you to input your BNF grammar and then generates a tree diagram based on the rules defined in the grammar. This tool also provides various customization options to modify the appearance of the generated tree.

The **Online BNF Parser Generator,** which not only generates the tree diagram based on the BNF grammar but also allows you to input a sample string and see how it is parsed according to the grammar rules.

For example;

To use the BNF Generator,

1.Go to the BNF Generator,

Use the following link: <http://mshang.ca/syntree/>

2.Input your BNF grammar into the text box provided on the website. For example, let's say our BNF grammar is as follows:

**NP^ Alice]**

**[NP [N Alice] and [N Bob]]**

**[S[NP[N Alice]][VP[V is][NP[N'[N a student][PP^ of physics**

**[S [X\_a Movement] [Y example <a>]]**

The BNF Generator will process the grammar and generate a parse tree such as shown below:

![A79B551F](data:image/png;base64,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)